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- Many rearrangement types have been considered
$\rightarrow$ Inversion, Transposition, inverse Transposition, Cut and Join, ...
- Sorting Problem: Given a set of rearrangement types, what is the shortest sequence of those operations to transform one genome into another?
- Many rearrangement models have been considered
$\rightarrow$ Inversion + Transposition, Transposition + inverse Transposition, ...
$\rightarrow$ Depending on rearrangement types considered, sorting problem is NP-hard
- The Tandem Duplication Random Loss/inverse Tandem Duplication Random Loss model can mimic most "popular" rearrangements, and we developed a polynomial time algorithm for the sorting problem with TDRL/iTDRL
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- MISC-encoding of permutation after applying TDRL/iTDRL continuously follows a pattern $\rightarrow$ different orders of applying TDRL/iTDRL yields different MISC-Substring Patterns
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- TDRL/iTDRL distance between the identity, and any other permutation $\pi$ is bounded by the number of characters in $\pi$ 's MISCencoding (logarithmic).
$\rightarrow$ The sorting scenario can be computed in $\mathcal{O}(n \log n)$.
- Powerful model as, for example for metazoan mitochondria, at most 7 TDRLs/iTDRLs are necessary to rearrange any of their gene orders into another.
- Biological constraints need to be considered
$\rightarrow$ Keep common gene clusters at each sorting step
$\rightarrow$ restrict number of genes on which a TDRL/iTDRL can act on

